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# Context & Motivation

REST(ful) APIs and web services [1] have become very popular in the industry and represent one of the commonly used ways to expose functionality via a well-defined and technology-agnostic interface. Despite their popularity, there is no standardized set of design rules for REST APIs. Different publications [2,3,4] propose rules and best practices to build cleaner and more maintainable REST APIs.

Although, existing work studied the detection of (anti-)patterns in REST APIs as well as the adherence to best practices (e.g., [6],[7]), a recent study analyzed the perception of industry experts regarding the importance and software quality impact of 82 REST API design rules [5]. Using these results, it may therefore be possible to create next-generation tool support for REST APIs that takes important or effective rules into account, and links them to quality attributes.

# Objectives and Tasks

The goal of the research project is therefore to analyze and select existing RESTful API design rules (primarily from [5]) and define metrics or heuristics for detecting their violations. Based on this analysis, a tool-supported approach with a CLI should be implemented, which automatically detects and reports these design rule violations in an actionable way, and links them to software quality attributes. Additionally, a GUI or a plugin for an IDE can be created. The final tool support should then be evaluated using a benchmark with respect to its recall and precision. More detailed research questions will be defined during the project.

# Methods

The project will be conducted primarily in an exploratory and iterative fashion, switching between analysis, implementation, and testing. To gather the necessary knowledge, a set of papers will be used to extract and analyze design rules [5,10]. Some linters to check for rule violations already exist [8], such as “Speccy” [9], most of them relying on the OpenAPI Specification [4]. These will be analyzed and potentially reused. For the development of the tool, some form of prototyping will be used [11], possibly even with a specific approach for user interfaces [12]. Benchmark tests with different RESTful API rules could be used for evaluation [13]. The detailed design should be developed by the students.
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